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Abstract. Much of the information on the Web is stored in specialized searchable databases and can only be accessed by interacting with a form or a series of forms.  As a result, enabling automated agents and Web crawlers to interact with form-based interfaces designed primarily for humans is of great value.  This paper describes a system that can fill out Web forms automatically according to a given user query against a global conceptual schema for an application domain and, to the extent possible, can extract just the relevant data behind these Web forms.  Experimental results on two application domains show that the approach can work well.

1
Introduction
With the enormous amount of information on the Internet, databases, which can be accessed by interacting with a form or a series of forms, become a useful and common data management tool for Internet information and service providers.  Web forms and dynamically generated pages are helpful to users because users can often obtain exactly the information they want.  It is tedious, however, for users to visit dozens of sites for the same application and fill out different forms provided by each site.  As a result, enabling automated agents and Web crawlers to interact with form-based interfaces designed primarily for humans is of great value.  

Others have also recognized this challenge.  The Hidden Web Exposer (HiWE) [9] extends crawlers by giving them the capability to fill out Web forms automatically.  HiWE, however, starts with a user-specified list of sources for a particular task; it tends to retrieve all the information behind the sources, and human assistance is critical to ensure that the Exposer issues queries that are relevant to the particular task.  Microsoft’s Passport and Wallet system [7] encrypts a user’s personal information and then automatically fills out Web forms with the user-provided information whenever it is applicable, but the system makes no attempt to retrieve information behind those forms.  The commercial system ShopBot [2] is a general purpose mechanism for comparison shopping.  Its form filling process is automatic, but simplistic.  ShopBot fills each form using a set of domain-specific heuristic rules provided in a domain description.  The domain description contains regular expressions encoding synonyms for each attribute.  If the regular expression matches the text preceding a field, then the system associates that attribute with the field; if there are multiple matches, the first one listed in the domain description is used; if a match fails, the field is left blank.  In earlier work with our research group [5], a fully automated system aims to extract all the information from one Web site (behind one Web form), regardless of what a user wants.  In our current work, we aim to provide only the information a user wants.
There are significant technical challenges in automating the form filling process.  First, an automated agent must understand a user’s needs by interpreting the user’s input or query.  Second, an automated agent must understand Web forms, which provide for site queries, and map the user’s query to a site query.  This is challenging because different Web forms, even for the same application, provide different ways to query their databases. Figure 1 shows three different Web forms for the same application, car advertisements, from three different information providers.  In Figure 1(a), Year, Make, Model, Color, and Price are the fields on which a user can query.  The form in Figure 1(b) asks for Zip Code, Make, and New or Pre-owned.  In Figure 1(c), a user must provide values for location (Zip Code and Distance), but Price, Make, Model, Year, and Key Word are optional fields. In addition, information providers can choose to represent their forms using different combinations of radio buttons, checkboxes, selection lists, and text boxes.  All of these cause problems in matching a user’s query to a site query.  
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Since Web forms are designed in a variety of ways, handling all kinds of Web forms according to user queries by one automated agent is challenging.  Although seemingly simple, direct matches between user-query fields and form fields can be challenging because synonymy and polysemy may make the matching nontrivial.  Moreover, problems arise when user queries do not match with form fields.  Consider, for example, the three example forms in Figure 1, the user query, “Find green cars that cost no more than $9,000,” and the returned information in Figure 2 for the form in Figure 1(b) filled in for one of the makes, “Ford”.  Mismatches occur as follows.  (1) Fields specified in a user query are not contained in a Web form, but are in the returned information (e.g. color in Figures 1(b) and 2).  (2) Fields specified in a user query are not contained in a Web form, and are not in the returned information (e.g. color, which is not in the returned information for the form in Figure 1(c)).  (3) Fields required by a Web form are not provided in a user query, but a general default value, such as “All” or “Any”, is provided by the Web form (e.g. make and model in Figure 1(a)).  (4) Fields required by a Web form are not provided in a user query, and the default value provided by the Web form is specific, not “All” or “Any”, which leads to the need for multiple form submissions to satisfy the query (e.g. for Figure 1(b) a make and either new or pre-owned must be selected).  (5) Values specified in a user query do not match with values provided in a Web form, which leads to the problem that the desired information cannot be retrieved using a single form query (e.g. no $9,000 in either Figures 1(a) or (c), no price field in Figure 1(b), and no color field in Figures 1(b) and 1(c)).  
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To solve the problems described above, we have produced a prototype system designed to fill out Web forms automatically according to a given user query against a global conceptual schema.  To the extent possible, the system extracts just the relevant data behind Web forms.  We have implemented the system using the Java, Java Servlets, and MySQL.  Our prototype system has two central parts, the input analyzer (described in Section 2) and the output analyzer (described in Section 3).  Our input analyzer interacts with the user to obtain a query, fills in a site form according to the user query, and retrieves relevant Web pages.  The output analyzer retrieves Web data contained in multiple pages using “next” or “more” links, extracts data from all retrieved Web pages, populates our database, and displays the final results to the user.  In Section 4, we analyze experimental results and discuss the advantages and disadvantages of our system.  We conclude with summary remarks in Section 5.
2
Input Analyzer
Our system starts by allowing a user to choose an application from a list of applications for which we have domain extraction ontologies.  The input analyzer then parses the extraction ontology (Section 2.1), collects data from the user query (Section 2.2), and matches the fields in the user query to the fields in a given site form, generates a set of one or more queries, and submits the set for processing at the form’s site (Section 2.3).
2.1
Extraction Ontology Parsing

An extraction ontology is a conceptual-model instance that serves as a wrapper for a narrow domain of interest such as car ads.  The conceptual-model instance consists of two components: (1) an object/relationship-model instance that describes sets of objects, sets of relationships among objects, and constraints over object and relationship sets, and (2) for each object set, a definition of the lexical appearance of constant objects for the object set and keywords that are likely to appear in a document when objects in the object set are mentioned.

Figure 3 is a partial extraction ontology for car ads.  An object set in an application ontology represents a set of objects which may either be lexical or nonlexical.  Year in Figure 3, for example, is a lexical object set whose character representations have a maximum length of 4 characters; Car is the only nonlexical object set.  We describe the constant lexical objects and the keywords for an object set by regular expressions using Perl-like syntax.  In Figure 3, for example, the constants for Mileage are 1-3 digit integers followed by “k” (plus other possibilities), and the keywords are “miles”, “mi”, “mi.”, and “mileage”.  When applied to a textual document, the extract clause in a data frame causes a string matching a regular expression to be extracted, but only if the context clause also matches the string and its surrounding characters.  A substitute clause lets us alter the extracted string before we store it in an intermediate file.  One of the nonlexical object sets must be designated as the object set of interest, e.g., Car for the car-ads ontology, as indicated by the notation “[-> object]” in the first line in Figure 3.

We denote a relationship set by a name that includes its object-set names (e.g., Car has Year in Figure 3).  Min:max pairs in relationship-set names are participation constraints.  Min designates the minimum number of times an object in the object set can participate in the relationship set, and max designates the maximum number of times an object can participate, with * designating arbitrarily many.  For instance, in Car has Make the 0:1 participation constraint on Car specifies that a car need not have a listed make and can have at most one make listed. 

By parsing the ontology, our system obtains a set of object sets, relationship sets, constraints, a set of constant/keyword matching rules, and a database schema.  The system uses the object and relationship sets to acquire a user query; it uses the constant/keyword matching rules to match fields in a user’s query to fields in a site form; and it sends the database schema to the output analyzer so that it can be populated with output values.
2.2
User Query Acquisition
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Our prototype system provides a user-friendly interface for users to enter their queries.
  In order to make the interface user-friendly and make query specification easy to understand for our system, we construct an intermediate application-specific form with the lexical object sets of the chosen application ontology.  Figure 4 is a sample intermediate form for the car-ads application.  In the intermediate form, our system provides the user with a list of fields from which to choose.  For fields for which the user can specify ranges our system allows the user to select the type of input—exact value, range values, minimum value, or maximum value.
After the user selects the desired fields and range types, our system provides a final search form to the user.  This search form includes fields selected by the user as well as default fields including Zip Code, Search Range, and Site URL.
  Figure 5 shows a sample search form after a user chooses Make, Year with type minimum value, and Price with type range value.  Once a user enters a query, our system parses the query and stores each attribute-value pair for later use.
2.3
Site Form Analysis and Submission
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We assume that the given URL is for an HTML page with a form that applies to our chosen application.  We then parse its content into a DOM tree.  For form fields created with an input tag, we are interested in the type, name, and value attributes.  After parsing the input tag, we store the field name, field type, and field value for fields with type text, hidden, checkbox, radio, and submit.  For form fields created with a textarea tag, we store the field name with field type textarea.  For form fields created with a select tag, we obtain the field name, the option values (values inside the option tags), and the displayed values (values displayed in the selection list on the Web page).  Our system fills in the site form by generating a query or a set of queries according to the user query and the site form.  The form filling process consists of three parts: (1) field name recognition, (2) field value matching, and (3) query generation.

Form Field Recognition.  Because site forms vary from site to site, even for the same application domain, site-form field recognition is difficult.  Because of the way we allow a user to specify a query, field-name recognition is essentially a problem of matching the fields in a site form to object sets in our extraction ontology.  

We first group all radio fields and checkbox fields that have the same value for the name attribute and consider each group as one field.  Then, for fields with values provided (i.e., select fields, grouped radio fields, and checkbox fields), we apply our constant/keyword matching rules to determine the field names.  If more than half of the values in a field belong to the same object set, we conclude that the field corresponds to that object set.
For all input fields of type text and all textarea fields in the site form, we compare the field-tag names to the object-set names using similarity measures from 0 (least similar) to 1 (most similar), and we choose the object set with the highest similarity as long as the similarity is above an empirically-determined match threshold.  When the field tag names and the object set names are exactly the same, we assign 1 to the similarity measure and conclude that there is a match between the two fields.  Otherwise, we calculate the similarity between the two strings that represent the names of the object set and the field using heuristics based on WordNet [11, 12].  WordNet is a readily available lexical reference system that organizes English nouns, verbs, adjectives, and adverbs into synonym sets, each representing one underlying lexical concept.  We use the C4.5 decision tree learning algorithm [8] to generate a set of rules based on features we believe would contribute to a human’s decision to declare a potential attribute match from WordNet, namely (f0) same word (1 if A = B and 0 otherwise), (f1) synonym (1 if “yes” and 0 if “no”), (f2) sum of the distances of A and B to a common hypernym (“is kind of”) root, (f3) the number of different common hypernym roots of A and B, and (f4) the sum of the number of senses of A and B.  We calculate the similarity between an object-set name and a field name based on a set of rules generated by the C4.5 decision tree.  If the similarity between the object-set name and the field name reaches a certain threshold, we match the two.  If there is still no match, we calculate the similarity between an object-set name and a field name by a combination of character-based string matching techniques.  First, we apply standard information-retrieval-style stemming to get a root for each name [13].  Then, we combine variations of the Levenshtein edit distance [14], soundex [15], and longest common subsequence algorithms to generate a similarity value.  

Form Field Matching.  Section 1 describes five ways that mismatches can occur between site-form and user-query fields.  We treat these various cases in different ways.  In the field matching process, we offer solutions to Case 0, which is the direct match between user-query fields and site-form fields, and two of the five aforementioned mismatch types (Cases 3 and 4).  We also offer a partial solution to Case 5, but leave Cases 1, 2, and the remainder of 5 to the output analyzer.

Case 0: Fields specified in the user query have a direct match in a site form, both by field name and by field value(s).  For example, a user searches for cars around a certain Zip Code, and Zip Code is a field of type text in the site query.
Solution: We simply pair and store the user-provided value with the attribute.

Case 3: Fields required by a site form are not provided in the user query, but a general default value, such as “All”, “Any”, “Don’t care”, etc. is provided by the site form.  For example, a user does not specify any particular Make for cars of interest, and Make is a field with a select tag in a site form with a list of option values including a general default value as a selected default value.
Solution: We find the general default value and pair and store the corresponding option value with the field name.
Case 4: Fields that appear in a site form are not provided in the user query, and the default value provided by the site form is specific, not “All”, “Any”, “Don’t care”, etc.  For example, a user does not specify any particular Make for cars of interest, and Make is a field with a select tag in a site form with a list of option values.  Unfortunately, no general default value is provided in the option list.
Solution: We pair and store the field name with each of the option values provided for the fields by the site form.  Later in the submission process, we submit the form once for each name/value pair.
Case 5: Values specified in the user query do not match with values provided in a site form.  For example, a user searches the form in Figure 1(c) for “cars that cost no more than $9,000.”
Solution: This case happens only for range fields.  As human beings, we know that we should find the least number of ranges that cover the user’s request.  For our example, we should submit the form for “$5,000 and under” and “$5,001 - $10,000”.  Our system converts range fields into a standard form and selects the appropriate ranges for the query. 

Form Query Generation.  Once our system has Web form fields paired with values, it can “fill out” the form, i.e. generate queries for the site form.  Our system selects one name/value pair from each form field, concatenates all selected pairs together, and appends them to the URL constructed from the meta information of the page and the action attribute of the form tag.  Using the form in Figure 1(a) for our sample query, “Find green cars that cost no more than $9000,” our output analyzer generates the following string:
http://wwwheels.com/cfapps/autosearchresults.cfm?
ExteriorColor=GREEN&PriceHigh=10000&SqlStatement=&
carLowPrice_range="MIN=1 MAX=500000"&
carHighPrice_range="MIN=1 MAX=500000"&
carLowMileage_range="MIN=1 MAX=500000"&
carHighMileage_range="MIN=1 MAX=500000"&
MinYear=1926&MaxYear=2005&cfr=cfr&YearBegin=1926&
YearEnd=2005&Make=&Model=All_Models&PriceLow=0
Observe that the system specifies Exterior Color=GREEN and PriceHigh=10000 as required by the query.  It also specifies default values for all remaining fields as required by the form.
3
Output Analyzer
Our system stores the Web result pages the input analyzer collects and then sends them to the output analyzer.  The output analyzer examines each page and extracts the information relevant for the user query.  The output analyzer then filters the extracted information with respect to the user query and displays the final results to the user in HTML format.  At this point, the records displayed to the user are, to the extent possible, just the data relevant to the user’s original query.

Sometimes, the results for one query come in a series of pages, but by submitting the query, we can only retrieve the first page of the series.  To obtain all results, our system iteratively retrieves consecutive next pages.  It may need to follow the value of the href attribute of an anchor node with the keyword “next” or “more” or a sequence of consecutive numbers that appear as a text child node of the anchor node. Or it may need to submit a form with the keyword “next” or “more” appearing in the value attribute of an input node with type submit in the form node.
In the next step, the output analyzer takes one page at a time, runs it through a record separator [4] and then through BYU Ontos [1, 3], a data extraction system, to populate a database.  To extract information from Web pages using Ontos requires recognition and delimitation of records (i.e. a group of information relevant to some entity, such as an individual car ad in a car-ads application).  Our record separator captures the structure of a page as a DOM tree, locates the node containing the records of interest, identifies candidate separator tags within the node, selects a consensus separator tag, removes all other HTML tags, and writes the modified page to a record file.  Given the output from the record separator, the next step is to invoke Ontos.  For each document, Ontos produces a data-record table containing a set of descriptor/string/position tuples for the constants and keywords recognized in the record, resolves all conflicts found in the data-record table, and constructs SQL insert statements for database tuples from the modified data-record table.  After the system processes all pages obtained from the Web site, it generates a fully populated database.  Once the database is populated, it is simple for the system to execute the SQL query generated from the user’s original filled-in form.
This generated SQL query performs the post-processing necessary to return the data and just the data requested by the user.  It therefore resolves Case 1 (as described in Section 1) by obtaining the information requested in a user query that is returned but not specifiable in a site form.  For example, it obtains the records for just green cars for the form in Figure 1(b), the sample returned results in Figure 2, and our sample query, “Find green cars that cost no more than $9,000.”  It also resolves the remaining part of Case 5 by eliminating extraneous values returned by the site form but not requested in the user query.  For our sample query and the returned results in Figure 2, for example, it eliminates cars costing more than $9,000.  Since Case 2 is unresolvable in the sense that the information is simply nowhere available, the system reports to the end user that the site does not supply requested information.
4
Experimental Results and Analysis
In this project, we experimented on seven Web sites for each of two applications: car ads and digital camera ads.  The approach, however, is not limited to the two applications on which we experimented.  It can work with other applications as long as those applications have Web sites with forms, and we have ontologies for those applications.  The process of rewriting queries in terms of site forms is the same. 

4.1
Experimental Results

In this study of automatic form-filling, we are interested in three kinds of measurements: field-matching efficiency, query-submission efficiency, and post-processing efficiency.

To know if we properly matched the fields in a user query with the fields in a site query, we measure the ratio of the number of correctly matched fields to the total number of fields that could have been matched (a recall ratio Rfm for field matching, fm), and we measure the ratio of the number of correctly matched fields to the number of correctly matched fields plus the number of incorrectly matched fields (a precision ratio Pfm).  To know if we submitted the query effectively, we measure the ratio of the number of correct queries submitted to the number of queries that should have been submitted (a recall ratio Rqs for query submission, qs), and we measure the ratio of the number of correct system queries submitted to the number of correct queries submitted plus the number of incorrectly submitted queries (a precision ratio Pqs).  We also compute an overall efficiency measurement which we obtain by multiplying the recall measurements together and the precision measurements together.  Because the two kinds of metrics measure two stages of one single process, we use products to calculate the overall performance of the process with respect to our extraction ontology.

Car Advertisements.  We experimented on seven Web sites containing search forms for car ads.  We issued five queries to each of the sites and obtained the following results.  We found 31 fields in the seven forms.  Among them, there were 21 fields that are recognizable with respect to our application extraction ontology.  The system correctly matched all 21 of them.  There were no false positives.  If we ignore nonapplicable fields, the system should have submitted 249 original queries generated from the five user-provided queries and 1847 queries for next links.  For just the applicable fields, the system actually submitted 301 original queries and 1858 queries for next links.  Table 1 shows the precision and recall ratios calculated with respect to recognizable fields for the measurements we made, and it also shows the overall efficiency.
Digital Camera Advertisements.  We experimented on seven Web sites containing search forms for digital camera ads.  We issued four queries to each of the sites and obtained the following results.  We found 41 fields in the seven forms.  Among them, 23 fields were applicable to our application extraction ontology.  The system correctly matched 21 of them.  There were no false positives.  According to the four queries and the 21 matched fields, the system should have submitted 31 original queries and 85 queries for retrieving all next links.  It actually submitted 31 original queries and 85 queries for retrieving next links.  Table 2 shows the precision and recall ratios for the measurements we made, and it also shows the overall efficiency.
Table 1.  Experimental Results for Used-Cars Search
	Number of Forms: 7

Number of Fields in Forms: 31

Number of Fields Applicable to the Ontology: 21 (67.7%)

	
	Field Matching
	Query Submission
	Overall

	Recall
	100%  (21/21)
	100%  (249/249)
	100%

	Precision
	100%  (21/21)
	82.7%  (249/301)

97.1% (249+1847)/(301+1858)*
	82.7% 

97.1%*


*These numbers are calculated including queries submitted for retrieving next links.
Table 2.  Experimental Results for Digital-Cameras Search
	Number of Forms: 7

Number of Fields in Forms: 41

Number of Fields Applicable to the Ontology: 23 (56.1%)

	
	Field Matching
	Query Submission
	Overall

	Recall
	91.3%  (21/23)
	100%  (31+85)/(31+85)
	91.3%

	Precision 
	100%  (21/21)
	100%  (31+85)/(31+85)
	100%


4.2
Results Analysis and Discussion
Field-matching efficiency is a measurement for field-name matching.  This matching is affected by the value for the name attribute and the type attribute the site form designer chooses for each field.  For fields in the site form with no values provided or fields having less than half their values recognized, our system depends only on the values of name attributes.  If the site form designer assigns meaningful names to each tag, our field-matching efficiency is high.  In our experiment, we found respectively 7 and 6 such fields from the two domains, and our system recognized 95.7% of the fields for the two domains.  We found respectively 14 and 17 fields from the two domains with values provided, and the result was 100% for both precision and recall for the two domains tested.  We have no way of recognizing fields that are not described in our extraction ontology, so we did not consider those fields when calculating name matching efficiency.  

Query-submission efficiency is a measurement of field-value matching.  When calculating query-submission efficiency, we consider only the fields where names matched correctly.  This efficiency is greatly affected when fields are designed in a way that our system cannot handle.  For the form in Figure 6, we found two fields for Price; together, they form a range.  Range fields formed by two independent fields normally are of the same type, e.g. both fields are text fields or both fields are selection lists. The range in Figure 6, however, is formed by a text field and a selection list.  Our system does not recognize these two fields as a range.  So, when it fills out the Price fields, it puts both the lower value and the upper value a user specifies in the first Price field.  For the second Price field, which is a selection list, our system chooses all three values in the selection list.  This generates six queries instead of one query—properly chosen, one query would be sufficient.  For the particular form in Figure 6, our system always generates 6 queries if either Price or Year is specified by the user, among which 5 of the queries are not necessary.  When the user specifies both fields, our system submits 36 queries, among which 35 of the queries are not necessary.  This result significantly affects the precision of query submission.  The recall, however, is 100% because all queries that could have been submitted are submitted correctly.

Even though our experimental results turned out well, the results can be adversely affected if text fields come with poor internal names or if extraction ontologies are poorly written.  Poor internal names can make the name-matching process for text fields impossible, and poorly written extraction ontologies can make the name-matching process for fields with values inaccurate.  Both cases would decrease the field-matching efficiency dramatically.  With considerably more work, which we did not do because others have already solved this problem [6, 9], it would be possible to resolve the first problem by locating the displayed names, which should be human readable, rather than the internal names, which need not be human readable.  The solution for the second problem is to improve the quality of a poorly written extraction ontology.

In addition, our system is not designed to handle all kinds of forms on the Web.  It does not try to handle form chains (one form leads to another), dynamic forms (the value filled in for a field generates the next form field to fill in, or other such unusual behaviors controlled by script code), forms with required fields when the user does not provide values for the fields in the user-query form, combined fields (e.g. Make and Model together in one field), and forms whose actions are coded inside scripts.  As future work, we could program our system to handle most of these problems.  For scripts, however, we note that Web application developers can write dynamic form-processing instructions that may be difficult to reverse-engineer automatically (for example the submit action of a form may be encoded within JavaScript rather than using the standard action attribute of a form).  Since code analysis is computationally complex in general, there may not be a complete automated solution for all dynamic forms.

5
Conclusion
In this research, we designed and implemented a system that can fill out and submit Web forms automatically according to a given user query against a corresponding application extraction ontology.  From the returned results, the system extracts information from the pages, puts the extracted records in a database, and queries the database with the original user query to get, to the extent possible, just the relevant data behind these Web forms.  

We tested our system on two applications: car advertisements and digital camera advertisements.  On average, there were 61.9% fields in the site forms that were applicable to the extraction ontologies.  The system correctly matched 95.7% of them.  Considering only the fields that were applicable to the extraction ontologies and were correctly matched, the system correctly sent out all queries that should have been submitted to the Web sites we tested.  It, however, also sent out some additional queries that are not necessary according to the original user query.  Among all queries our system submitted for our experiments, only 91.4% of them were necessary.  Further, for the Web sites we tested, our output analyzer correctly gathered all linked pages.  Finally, of the records correctly extracted by Ontos, our system always correctly returned just those records that satisfied the user-specified search criteria.
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Fig. � SEQ Fig. \n �2�. Partial Retrieved Data from dealernet.com, February 2004
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Fig. � SEQ Fig. \n �1�. Web Forms for Car Advertisement Search








Fig. 4. Sample Intermediate Form for Car-Ads





Car [-> object];





Car [0:1] has Make [1:*];


Make matches [10]


    constant { extract "\bAcura\b"; },


             ...


end;


Car [0:1] has Model [1:*];


Model matches [25]


    constant { extract "\bIntegra\b"; },


             ...


end;


Car [0:1] has Year [1:*];


Year matches [4]


    constant { extract "\d{2}";


               context "([^\$\d]|^)[4-9]\d[^,\dkK]";


               substitute "^" -> "19"; },


             ...


end;


Car [0:1] has Mileage [1:*];


Mileage matches [8]


    constant { extract "\b[1-9]\d{0,2}k"; substitute "[kK]" -> "000"; },


             ...


    keyword  "\bmiles\b", "\bmi\.", "\bmi\b", "\bmileage\b";


end;


...


Fig. � SEQ Fig. \n �3�. Partial Car-Ads Ontology








Fig. 5. Sample Search Form for Car-Ads with User Selected Fields





























� There are other ways to obtain a user’s query, which may be more conducive to real-world usage.  Our prototype system, however, provides what we need for experimenting with automated form filling.


� Although Zip Code and Search Range should normally be specified for a car-ads application, the specification of a Site URL is for experimenting with our system.  There are other ways to specify URLs over which the system can operate.  In general, the system is designed to work on multiple URLs so that a user fills in a single query form to query many sites all having different forms.


� Because we do not want to measure the effectiveness of the existing application extraction ontologies and plug-in programs, such as the record separator and Ontos, which are outside the scope of our work, we do not measure their effectiveness (see [3] for measures of their effectiveness).  Finally, we do not measure the effectiveness of the post-processing part of our system because, by itself, it cannot fail.
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